|  |
| --- |
| A thread can be in one of the five states. According to sun, there is only 4 states in **thread life cycle in java** new, runnable, non-runnable and terminated. There is no running state.e.g.,games of angry birds(many tasks at a same time)  Many process together-multitasking, many threads together-multithreading.  But for better understanding the threads, we are explaining it in the 5 states.  The life cycle of the thread in java is controlled by JVM. The java thread states are as follows:   1. New 2. Runnable 3. Running 4. Non-Runnable (Blocked) 5. Terminated   thread life cycle in java  1) New  The thread is in new state if you create an instance of Thread class but before the invocation of start () method. |

2) Runnable

The thread is in runnable state after invocation of start () method, but the thread scheduler has not selected it to be the running thread. Constructor method

3) Running

The thread is in running state if the thread scheduler has selected it.

4) Non-Runnable (Blocked)

This is the state when the thread is still alive, but is currently not eligible to run.

5) Terminated

A thread is in terminated or dead state when its run () method exits.

How to create thread

There are two ways to create a thread:

1. By extending Thread class
2. By implementing Runnable interface. In thread, we use predefined functions and in runnable interface, we give all definitions by ourself.

Thread class:

|  |
| --- |
| Thread class provide constructors and methods to create and perform operations on a thread.Thread class extends Object class and implements Runnable interface. |

Commonly used Constructors of Thread class:

|  |
| --- |
| * Thread() * Thread(String name) * Thread(Runnable r) * Thread(Runnable r,String name) |

Commonly used methods of Thread class:

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. 2. **public void start():**starts the execution of the thread. JVM calls the run() method on the thread. 3. **public void sleep(long miliseconds):**Causes the currently executing thread to sleep (temporarily cease execution) for the specified number of milliseconds. 4. **public void join():**waits for a thread to die. 5. **public void join(long miliseconds):**waits for a thread to die for the specified milliseconds. 6. **public int getPriority():**returns the priority of the thread. 7. **public int setPriority(int priority):**changes the priority of the thread. 8. **public String getName():**returns the name of the thread. Stack form hoti h. we get thread id and name. by default first is 0. 9. **public void setName(String name):**changes the name of the thread. 10. **public Thread currentThread():**returns the reference of currently executing thread. 11. **public int getId():**returns the id of the thread. 12. **public Thread.State getState():**returns the state of the thread. 13. **public boolean isAlive():**tests if the thread is alive. 14. **public void yield():**causes the currently executing thread object to temporarily pause and allow other threads to execute. 15. **public void suspend():**is used to suspend the thread(depricated). 16. **public void resume():**is used to resume the suspended thread(depricated). 17. **public void stop():**is used to stop the thread(depricated). 18. **public boolean isDaemon():**tests if the thread is a daemon thread. 19. **public void setDaemon(boolean b):**marks the thread as daemon or user thread. 20. **public void interrupt():**interrupts the thread. 21. **public boolean isInterrupted():**tests if the thread has been interrupted. 22. **public static boolean interrupted():**tests if the current thread has been interrupted. |

Runnable interface:

|  |
| --- |
| The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. Runnable interface have only one method named run(). |

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. |

Starting a thread:

|  |
| --- |
| **start() method** of Thread class is used to start a newly created thread. It performs following tasks:   * A new thread starts(with new callstack-all threads have a priority stack(events t1,t2,t3-t1 called first then t2 then t3 so below t1 then above it t2 then t2; t1 sleeps then t2 starts and so on)). * The thread moves from New state to the Runnable state. * When the thread gets a chance to execute, its target run() method will run. |

1)By extending Thread class:

1. **class** Multi **extends** Thread{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
5. **public** **static** **void** main(String args[]){
6. Multi t1=**new** Multi();  //predefined function of thread class
7. t1.start();
8. }
9. }  start->runnable->run()-running mode

Output:thread is running...

Who makes your class object as thread object?

|  |
| --- |
| **Thread class constructor** allocates a new thread object.When you create object of Multi class,your class constructor is invoked(provided by Compiler) fromwhere Thread class constructor is invoked(by super() as first statement).So your Multi class object is thread object now. |

2)By implementing the Runnable interface:

1. **class** Multi3 **implements** Runnable{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
6. **public** **static** **void** main(String args[]){
7. Multi3 m1=**new** Multi3();
8. Thread t1 =**new** Thread(m1); //object passed in thread directly
9. t1.start();
10. }
11. }
12. Scanner class-

Output:thread is running...

|  |
| --- |
| If you are not extending the Thread class,your class object would not be treated as a thread object.So you need to explicitely create Thread class object.We are passing the object of your class that implements Runnable so that your class run() method may execute.  Used in games and all. |

# Sleep method in java

The sleep() method of Thread class is used to sleep a thread for the specified amount of time.

## **Syntax of sleep() method in java**

The Thread class provides two methods for sleeping a thread:

* public static void sleep(long miliseconds)throws InterruptedException
* public static void sleep(long miliseconds, int nanos)throws InterruptedException

## **Example of sleep method in java**

1. **class** TestSleepMethod1 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestSleepMethod1 t1=**new** TestSleepMethod1();
10. TestSleepMethod1 t2=**new** TestSleepMethod1();
12. t1.start();
13. t2.start();
14. }
15. }

Output:

1

1

2

2

3

3

4

4

As you know well that at a time only one thread is executed. If you sleep a thread for the specified time,the thread shedular picks up another thread and so on.

# Can we start a thread twice

No. After starting a thread, it can never be started again. If you does so, an IllegalThreadStateException is thrown. In such case, thread will run once but for second time, it will throw exception.

Let's understand it by the example given below:

1. **public** **class** TestThreadTwice1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestThreadTwice1 t1=**new** TestThreadTwice1();
7. t1.start();
8. t1.start();
9. }
10. }

running

Exception in thread "main" java.lang.IllegalThreadStateException

# What if we call run() method directly instead start() method?

|  |
| --- |
| * Each thread starts in a separate call stack. * Invoking the run() method from main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack. |

1. **class** TestCallRun1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestCallRun1 t1=**new** TestCallRun1();
7. t1.run();//fine, but does not start a separate call stack
8. }
9. }

Output:running...

![MainThreadStack](data:image/jpeg;base64,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) ***Problem if you direct call run() method***

1. **class** TestCallRun2 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestCallRun2 t1=**new** TestCallRun2();
10. TestCallRun2 t2=**new** TestCallRun2();
12. t1.run();
13. t2.run();
14. }
15. }

Output:1

2

3

4

5

1

2

3

4

5

|  |
| --- |
| As you can see in the above program that there is no context-switching because here t1 and t2 will be treated as normal object not thread object. |